
Coupled Task Assignment for Hierarchical Multi-Agent Systems
in Disaster Response Missions: A Nested Hungarian Approach

Ahmed Khalil∗, Yoonjae Lee†, and Efstathios Bakolas‡

The University of Texas at Austin, Austin, TX, 78712

Gregory M. Gremillion§

U.S. Army DEVCOM Army Research Laboratory, Adelphi, MD, 20783

This work formulates a novel variant of the classical linear task assignment problem, which
we refer to as the coupled linear task assignment (CLTA) problem. This formulation models the
task assignment process involving two-echelon agents and tasks, where the goal is to optimally
assign tasks to agents within the same echelon to maximize a global utility while complying
with the coupling constraints imposed by the problem’s hierarchical structure. After discussing
the problem’s inherent properties that prevent the use of standard relaxation techniques, we
propose a variant of the Hungarian algorithm, the nested Hungarian algorithm, that solves the
problem exactly in polynomial time. We demonstrate the superior performance of the proposed
algorithm by benchmarking it against seven open-source and commercial MILP solvers. Finally,
we apply our proposed approach to a fictitious disaster response scenario motivated by the
January 2025 Southern California wildfires in the Greater Los Angeles area.

I. Nomenclature

0 = Zero vector or matrix
1 = One vector or matrix
AD = Set of upper-level agents
TD = Set of upper-level tasks
Aℓ = Set of lower-level agents
Tℓ = Set of lower-level tasks
=D = Number of upper-level agents, where =D = |AD |
<D = Number of upper-level tasks, where <D = |TD |
=ℓ = Number of lower-level agents, where =ℓ = |Aℓ |
<ℓ = Number of lower-level tasks, where <ℓ = |Tℓ |
A8

ℓ
= Set of subagents of upper-level agent 8, where A8

ℓ
⊆ Aℓ

T 9

ℓ
= Set of subtasks of upper-level task 9 , where T 9

ℓ
⊆ Tℓ

A:
D = Set of superagents of lower-level agent : , where A:

D ⊆ AD

T ;
D = Set of supertasks of lower-level task ;, where T ;

D ⊆ TD
28 9 = Utility of assigning upper-level agent 8 to upper-level task 9

3:; = Utility of assigning lower-level agent : to lower-level task ;

G8 9 = Binary assignment variable for upper-level assignment between agent 8 and task 9

H:; = Binary assignment variable for lower-level assignment between agent : and task ;
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II. Introduction
Disaster response scenarios require rapid, coordinated action across different geographical areas by multiple agents

to limit damage, preserve lives, and safeguard critical infrastructure [1, 2]. Unmanned aerial vehicles (UAVs), also
known as drones, have shown great promise in such conditions by aiding or replacing human responders in dangerous
and hard-to-reach areas. Their successful deployment in numerous disaster relief efforts highlights their ability to
perform tasks that would be difficult or impossible for humans, such as surveying damage, locating survivors, and
delivering supplies [3]. Some of the advantages of drones include fast deployment, high mobility, and the ability to
hover or maneuver in wreckage and confined spaces, enabling quick data collection and aid delivery in time-critical
situations [3]. Indeed, UAVs have been used to locate earthquake victims and provide real-time imagery to rescue
teams [4]. Recent work has proposed a two-echelon vehicle routing problem involving trucks and drones to support
post-disaster humanitarian operations [5]. Such examples signify the critical role of multi-UAV systems in disaster
management and motivate research into the optimal coordination of these heterogeneous systems.

Given the high stakes in disaster response and the need to consider complex couplings (e.g., how drones and aircraft
can cooperate to complete a task), in this work, we focus on the coupled task assignment problem for hierarchical
systems. Rather than treating a disaster response as a monolithic set of tasks, the hierarchical task assignment formulation
decomposes the mission into subtasks assigned at different levels (e.g., high-level objectives for crewed aircraft or large
UAVs and lower-level tasks for drone teams). This enables us to explicitly maximize a task utility function for the entire
system, resulting in an assignment that optimally coordinates the two tiers of agents. In the disaster response model
adopted in this paper, aircraft equipped with fleets of specialized drones are assigned to operate in designated areas
based on both the planes’ and drones’ capabilities. Each aircraft differs in terms of speed, altitude range, and flight
endurance, influencing how quickly it can reach specific locations and the types of terrain it can navigate. Higher-altitude
planes can access distant areas faster, while low-altitude aircraft are better suited for regions with complex terrain or
obstacles. Additionally, aircraft may originate from different locations, affecting their response times and the availability
of resources they can collect en route to the disaster area. Figure 1 shows a fictitious instance of the disaster response
scenario considered in this paper.

Once deployed, each aircraft releases its drones to perform specific tasks tailored to the needs of the disaster zone.
The drones are equipped with distinct capabilities: water-fighting drones for fire suppression, lighting drones to illuminate
areas for nighttime operations, medical drones for delivering supplies and first aid, and camera-equipped drones for
real-time surveillance and search-and-rescue missions. By leveraging the unique capabilities of both aircraft and drones,
the framework aims to maximize coverage, minimize response time, and deliver precise interventions tailored to the
situation at hand. The challenge lies in matching the right aircraft to the appropriate areas and allocating drone tasks
effectively, ensuring that resources are optimally utilized. To model this problem, we assume that the utility functions
for both levels are linear.

Mixed-integer linear programming (MILP) provides a powerful framework for optimal decision-making in multi-
UAV task assignment problems. In a typical MILP formulation of the task assignment problem, binary decision variables
can represent whether a given agent (e.g., aircraft or drone) is assigned to a specific task, while linear constraints enforce
mission-related specifications (e.g., one agent per task, capacity and time windows, etc.). This approach translates the
assignment problem into an optimization model, where the objective is often to maximize the overall mission utility (or
minimize operational cost). For example, a MILP approach was adopted for multi-robot task allocation in an unknown
environment [6]. A MILP approach was also undertaken to optimally assign and schedule coordinated air-to-ground
tasks for multiple air vehicles [7]. MILP has also been used to efficiently assign vehicles to suppress enemy air defense
missions or intercept enemy incoming missiles [8, 9]. Additionally, MILP has been used to address task allocation and
trajectory planning in the presence of obstacles and connectivity constraints [10]. In addition to MILP, a variety of
alternative approaches have been explored to solve task assignment problems, such as auctions [11, 12], decentralized
variants of the Hungarian algorithm [13], potential game-theoretic approaches [14], and the consensus alternating
direction methods of multipliers (ADMM) [15], to name a few. Recent work also highlights how communication fidelity
and delays impact the quality of task assignment decision-making in robotic networks [16].

In this work, we formalize the coupled linear task assignment (CLTA) problem, which links two linear assignment
layers through additional constraints that capture the hierarchical dependencies between aircraft and drones. These
couplings prevent the use of standard relaxation methods, such as linear programming relaxations. We therefore develop
a variant of the Hungarian algorithm [17] that solves the CLTA problem optimally in polynomial time. We benchmark
our proposed algorithm against several off-the-shelf MILP solvers. Additionally, we showcase how our methodology
can be applied to fictitious simulations based on the January 2025 Southern California wildfires.

The rest of this paper is structured as follows. In Section III, we formulate the novel CLTA problem for hierarchical
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Figure 1 Pictorial description of a hierarchical multi-UAV system in a disaster response mission (not to scale)

multi-UAV systems and discuss its inherent properties that prevent the use of standard relaxation techniques. Section V
presents the nested Hungarian algorithm, which optimally solves the CLTA problem in polynomial time. Numerical
simulation results are demonstrated in Section VI. Finally, VII concludes the paper with directions for future research.

III. Coupled Linear Task Assignment
This section presents a mathematical formulation of the coupled task assignment problem for hierarchical groups of

agents and tasks. To generalize our formulation to other real-world problems, we will refer to the aircraft as upper-level
agents and the drones as lower-level agents. The corresponding tasks are referred to as upper-level tasks and lower-level
tasks. Throughout, we will use the term entity to refer to either an agent or a task.

A. Problem Formulation
The coupled linear task assignment (CLTA) problem considers =D upper-level agents and <D upper-level tasks, as well

as =ℓ lower-level agents and <ℓ lower-level tasks. Let AD = {1, 2, . . . , =D}, TD = {1, 2, . . . , <D}, Aℓ = {1, 2, . . . , =ℓ },
and Tℓ = {1, 2, . . . , <ℓ } represent the sets of indices of the upper-level agents, upper-level tasks, lower-level agents, and
lower-level tasks, respectively. Furthermore, let ED ⊆ AD × TD and Eℓ ⊆ Aℓ × Tℓ denote the sets of feasible upper-level
agent-task pairs and lower-level agent-task pairs, respectively.

Each upper-level agent 8 has a nonempty associated set A8
ℓ
⊆ Aℓ of subagents (i.e., lower-level agents) that are

coupled to 8, and each upper-level task 9 has a nonempty associated set T 9

ℓ
⊆ Tℓ of subtasks (i.e., lower-level tasks) that

are coupled to 9 . In this work, we assume a partition structure for the couplings. Formally,⋃
8∈AD

A8
ℓ = Aℓ , A8

ℓ ∩A
8′

ℓ = ∅, ∀8, 8′ ∈ AD, 8 ≠ 8′,⋃
9∈TD

T 9

ℓ
= Tℓ , T 9

ℓ
∩ T 9′

ℓ
= ∅, ∀ 9 , 9 ′ ∈ TD, 9 ≠ 9 ′.

The coupling is imposed such that a subagent can only choose a subtask if the corresponding superagent has also chosen
the relevant supertask. Specifically, given an upper-level agent-task matching MD ⊂ ED, the corresponding set of
admissible lower-level agent-task pairs is defined by

Eℓ (MD) = {(:, ;) ∈ Eℓ : (8: , 9;) ∈MD} , (1)
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where 8: denotes the index of the superagent of : and 9; denotes the index of the supertask of ;.
Lastly, let 2 : ED → R+ and 3 : Eℓ → R+ denote the upper-level and lower-level utility functions, respectively.

The objective of the CLTA problem is to find the pair of upper-level matching M★
D ⊂ ED and lower-level matching

M★
ℓ
⊂ Eℓ (M★

D) that maximizes the global utility given by � (MD,Mℓ) =
∑

4∈MD
2(4) +∑4∈Mℓ

3 (4).

B. Optimization Model
The proposed mathematical programming model of the CLTA problem maximizes the global utility subject to

coupling, one-to-one assignment, and binary constraints:

maximize
∑
8∈AD

∑
9∈TD

28 9G8 9 +
∑
:∈Aℓ

∑
;∈Tℓ

3:;H:; (2a)

subject to H:; ≤ G8 9 , ∀: ∈ A8
ℓ ,∀; ∈ T

9

ℓ
,∀8 ∈ AD,∀ 9 ∈ TD, (2b)∑

8∈AD

G8 9 ≤ 1, ∀ 9 ∈ TD, (2c)∑
9∈TD

G8 9 ≤ 1, ∀8 ∈ AD, (2d)∑
:∈Aℓ

H:; ≤ 1, ∀; ∈ Tℓ , (2e)∑
;∈Tℓ

H:; ≤ 1, ∀: ∈ Aℓ , (2f)

G8 9 ∈ {0, 1}, ∀8 ∈ AD,∀ 9 ∈ TD, (2g)
H:; ∈ {0, 1}, ∀: ∈ Aℓ ,∀; ∈ Tℓ . (2h)

The binary decision variables G8 9 ∈ {0, 1},∀8 ∈ AD, 9 ∈ TD and H:; ∈ {0, 1},∀: ∈ Aℓ , ; ∈ Tℓ are introduced such that
G8 9 = 1 if task 9 is assigned to agent 8 at the upper level, and H:; = 1 if task ; is assigned to agent : at the lower level.
Additionally, 28 9 ≥ 0 denotes the utility of assigning upper-level task 9 to upper-level agent 8, and 3:; ≥ 0 denotes the
utility of assigning lower-level task ; to lower-level agent : . Constraint (2b) ensures that no lower-level assignment is
allowed unless its corresponding upper-level assignment is also selected. Constraints (2c) and (2d) enforce that each
upper-level task is assigned to at most one agent, and each upper-level agent can take on at most one task. Similarly,
constraints (2e) and (2f) enforce one-to-one assignments at the lower level. Finally, constraints (2g) and (2h) restrict all
decision variables to binary values.

C. Illustrative Example
To illustrate the CLTA problem, consider =D = <D = 2 and =ℓ = <ℓ = 4. Let AD = {1, 2}, TD = {1, 2},

Aℓ = {1, 2, 3, 4}, and Tℓ = {1, 2, 3, 4}. The coupling sets in this example are defined as: A1
ℓ
= {1, 2}, A2

ℓ
= {3, 4},

T 1
ℓ
= {1, 2}, and T 2

ℓ
= {3, 4}. Let GD = (AD ∪ TD,AD × TD) and let Gℓ = (Aℓ ∪ Tℓ ,Aℓ × Tℓ) denote the (complete)

bipartite graphs representing all feasible agent-task assignments at the upper and lower levels. Figure 2 provides a
graphical overview of the graphs in both levels, where dashed rectangles group nodes into sets, with the corresponding
set label displayed. In the lower-level graph, solid rectangles enclose nodes representing groups of agents or tasks
coupled to a specific upper-level entity. Additionally, node colors are used to highlight the coupling between the two
levels.

In Figure 2, edges connecting nodes indicate potential assignments between agents and tasks. Each edge has a
corresponding weight that reflects the utility of the assignment. The objective is to select the optimal subset of these
edges (i.e., matching) to maximize the overall utility while satisfying the hierarchical relationships and assignment
constraints. Note that due to the large number of edges at the lower level, the corresponding weights for these edges are
omitted.

To model the assignment process, we introduce x ∈ {0, 1}=D<D and y ∈ {0, 1}=ℓ<ℓ to represent the upper-level and
the lower-level decision vectors, respectively, where each binary variable represents whether an agent selects a task:

x = [ G11 G12 G21 G22 ]>, and
y = [ H11 H12 H13 H14 H21 H22 H23 H24 H31 H32 H33 H34 H41 H42 H43 H44 ]>.
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Figure 2 Upper-level and lower-level agent-task graphs

The coupling constraints in (2b) ensure that lower-level decisions remain consistent with the upper-level assignments.
Table 1 includes all of the coupling constraints in order of lower-level tasks.

1 2 3 4

H11 ≤ G11 H12 ≤ G11 H13 ≤ G12 H14 ≤ G12

H21 ≤ G11 H22 ≤ G11 H23 ≤ G12 H24 ≤ G12

H31 ≤ G21 H32 ≤ G21 H33 ≤ G22 H34 ≤ G22

H41 ≤ G21 H42 ≤ G21 H43 ≤ G22 H44 ≤ G22

Table 1 Coupling constraints ordered by lower-level tasks

By concatenating all the binary decision variables, G8 9 and H:; , into a single vector, z = [x> y>]>, the coupling
constraints can be written in the compact form:

%z ≤ @,

where % is a matrix comprised of entries in {−1, 0, 1} and @ is a vector of zeros. Figure 3 is a visual representation of
the matrix %, which represents the vectorized coupling constraints in Table 1 ordered by the lower-level tasks.

In this representation, the red squares denote entries of −1, the blue squares represent 1, and the white squares
indicate 0. Note that in this example, all of the lower-level assignments are coupled to an upper-level assignment. To
decouple a lower-level assignment from an upper-level assignment, one can remove its corresponding row.

IV. LP Relaxation and Integrality Gap
Boolean (or 0-1 integer) linear programs (BLPs) can represent a variety of combinatorial optimization problems

that are known to be NP-hard. Examples include the traveling salesman problem [18, 19], for which solutions cannot be
found in polynomial time unless P=NP. While there exist certain classes of these problems that can be solved efficiently,
in particular, when the constraint matrix is totally unimodular [20, 21], or more generally when the problem is totally
dual integral [22–24], these conditions are generally not satisfied.

Definition 1 (Totally Unimodular Matrix). A matrix is totally unimodular (TUM) if every square submatrix has a
determinant of 0, 1, or −1.

TUM matrices are particularly significant because, with an integral right-hand side, they ensure integer optimal
solutions to linear programs. Specifically, if a matrix % is TUM and a vector @ is integral, then the binary constraints
z ∈ {0, 1}= can be relaxed to its convex hull, i.e., z ∈ [0, 1]=, by appending bounds:

maximize F>z

subject to %̄z ≤ @̄,
(3)
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Figure 3 Coupling constraint matrix %

where

%̄ :=


%

�

−�

 , @̄ :=


@

1
0

 .
The linear program in Equation (3) then has integral optima for any utility vector F. However, the CLTA problem given
in (2) lacks the total unimodularity property.

Remark 1. A trivial CLTA instance is one where each upper-level agent/task has only one lower-level agent/task,
i.e., |A8

ℓ
| = 1,∀8 ∈ AD and |T 9

ℓ
| = 1,∀ 9 ∈ TD. In such a case, the lower-level can be augmented into the upper-level,

and the problem can be solved as a standard linear task assignment problem.

Proposition 1. Any nontrivial CLTA instance that contains, for some fixed upper-level pair (8, 9), at least two feasible
lower-level choices on one side (i.e., either a single lower-level agent with two candidate lower-level tasks or vice versa)
has a constraint matrix that is not TUM.

Proof. Consider the simplest case with one upper-level agent, 8, and one upper-level task, 9 . At the lower level, let there
be one lower-level agent :1 ∈ A8

ℓ
and two lower-level tasks ;1, ;2 ∈ T 9

ℓ
∗. Let G denote the upper-level decision for (8, 9),

and H1 := H:1;1 , H2 := H:1;2 the lower-level decisions. Ignoring box constraints, the relevant inequalities are:

H1 ≤ G, H2 ≤ G, H1 + H2 ≤ 1, (4)

which can be written as: 
−1 1 0
−1 0 1
0 1 1

︸         ︷︷         ︸
�


G

H1

H2

 ≤

0
0
1

 . (5)

The 3 × 3 submatrix � has determinant 2, hence it is not unimodular. Since every nontrivial coupled linear task
assignment problem will contain the above submatrix, by definition, every nontrivial coupled linear task assignment
problem will not have a totally unimodular constraint matrix.

Remark 2. The TUM condition is sufficient but not necessary for integrality. Nevertheless, the LP relaxation of the
CLTA problem can attain a fractional optimal solution. Consider the nontrivial instance from Proposition 1 with one

∗The symmetric case with two lower-level agents and one lower-level task is analogous.
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upper-level pair (8, 9), a single lower-level agent :1 ∈ A8
ℓ
, and two lower-level tasks ;1, ;2 ∈ T 9

ℓ
. Relax the binary

constraints to G, H1, H2 ∈ [0, 1], and consider the following cost functions 28 9 = 0 and 3:1;1 = 3:1;2 = 1. The feasible
polyhedron is described by H1 ≤ G, H2 ≤ G, H1 + H2 ≤ 1, and 0 ≤ G, H1, H2 ≤ 1, whose vertices are:

(0, 0, 0), (1, 0, 0), (1, 1, 0), (1, 0, 1),
(

1
2 ,

1
2 ,

1
2

)
. (6)

However, evaluating the linear objective 28 9G + 3:1;1 H1 + 3:1;2 H2 at these vertices yields the values {0, 0, 1, 1, 1},
respectively, so the fractional vertex ( 12 ,

1
2 ,

1
2 ) is optimal. Consequently, CLTA problems cannot be solved efficiently

using standard linear programming (LP) relaxation techniques while guaranteeing integral optima, as is done for classical
linear task assignment problems. The polyhedron can be plotted on a 3D plot, as Figure 4 illustrates the three half-spaces
H1 ≤ G (red), H2 ≤ G (orange), and H1 + H2 ≤ 1 (blue); vertices are shown as black circles.

H2
H1

G

H1 ≤ G
H2 ≤ G

H1 + H2 ≤ 1

Figure 4 Polyhedron defined by the simplest nontrivial CLTA problem

V. Nested Hungarian Method
The presence of a fractional vertex in the relaxed polytope (Remark 2) implies that standard LP relaxations cannot

generally be relied upon to recover integral CLTA solutions. We therefore pursue a combinatorial method based on the
Hungarian algorithm. The idea is to solve, for every upper-level pair (8, 9), the associated lower-level assignment to
optimality and augment its contribution into a combined utility 2̂8 9 . We can then solve a single upper-level assignment
with these combined utilities and, finally, extract the corresponding lower-level matches. This yields a simple nested
Hungarian procedure with polynomial runtime.

We first impose the following assumption to allow for the use of the Hungarian algorithm as a subroutine to solve
auxiliary assignment problems in our proposed algorithm. Note that this assumption is not restrictive and can always
hold, as any imbalance can be addressed by introducing dummy agents or tasks with zero utility.

Assumption 1 (Balanced Assignment). The number of agents and tasks in the upper level is equal, i.e. =D = <D.
Additionally, for all 8 ∈ AD and 9 ∈ TD, the numbers of agents and tasks in the lower level are equal, i.e. |A8

ℓ
| = |T 9

ℓ
|.

The proposed solution method for the CLTA problem is summarized in Algorithm 1. The algorithm, which is a
variant of the Hungarian algorithm for single-level assignment problems, works as follows. In line 3, for all upper-level
agent-task pairs (8, 9), we find the corresponding optimal lower-level assignment vector y8→ 9 by solving the following
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Algorithm 1: Nested Hungarian algorithm for the CLTA problem

Input :Index sets AD, TD,Aℓ , Tℓ ; coupling maps {A8
ℓ
}8∈AD

, {T 9

ℓ
} 9∈TD

; utilities 28 9 , 3:; .
Output :Upper assignments x★ ∈ {0, 1}=D<D ; lower assignments y★ ∈ {0, 1}=ℓ<ℓ .
Solve every lower-level assignment and construct the combined upper-level utility:

1 for 8 ∈ AD do
2 for 9 ∈ TD do
3 y8→ 9 ← Solve (7) using Hungarian (e.g., [25]) // Lower-level assignment for fixed (8, 9)
4 2̂8 9 ← 28 9 +

∑
:∈A8

ℓ

∑
;∈T 9

ℓ

3:; H
8→ 9

:;
// Combined upper-level utility

Solve combined upper-level assignments:
5 x★← Solve (8) using Hungarian (e.g., [25]) // Upper-level assignment

Extract lower-level assignments:
6 for 8 ∈ AD do
7 for 9 ∈ TD do
8 if G★

8 9
= 1 then

9 for : ∈ A8
ℓ

do
10 for ; ∈ T 9

ℓ
do

11 H★
:;
← H

8→ 9

:;
// Select the stored lower-level assignment

12 return (x★, y★)

lower-level assignment problem (for fixed 8 and 9) using the Hungarian algorithm:

maximize
∑
:∈A8

ℓ

∑
;∈T 9

ℓ

3:;H:; (7a)

subject to
∑
:∈A8

ℓ

H:; ≤ 1, ∀; ∈ T 9

ℓ
, (7b)∑

;∈T 9

ℓ

H:; ≤ 1, ∀: ∈ A8
ℓ , (7c)

H:; ∈ {0, 1}, ∀: ∈ A8
ℓ ,∀; ∈ T

9

ℓ
. (7d)

Subsequently, we update the (8, 9)th combined upper-level utility 2̂8 9 as in line 4. Once this procedure is complete for
all 8 and 9 , we solve in line 5 the following upper-level assignment problem with combined utilities 2̂8 9 :

maximize
∑
8∈AD

∑
9∈TD

2̂8 9G8 9 (8a)

subject to
∑
8∈AD

G8 9 ≤ 1, ∀ 9 ∈ TD, (8b)∑
9∈TD

G8 9 ≤ 1, ∀8 ∈ AD, (8c)

G8 9 ∈ {0, 1}, ∀8 ∈ AD,∀ 9 ∈ TD, (8d)

which gives us the optimal upper-level assignment vector x★ for the CLTA problem. We then extract the optimal lower-
level assignment variables corresponding to each optimal upper-level agent-task pair from the previously computed
lower-level assignments.

Algorithm 1 runs in polynomial time and is guaranteed to achieve the optimal assignment for the CLTA problem, as
verified in the following proposition.

Proposition 2. For the CLTA problem in (2), under Assumption 1, Algorithm 1 runs in time $
(
(=D)2 (=ℓ)3

)
and attains

the optimal solution.
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Proof. Time complexity: For each upper-level agent 8 ∈ AD and each upper-level task 9 ∈ TD, the Hungarian algorithm
is used in line 3 to compute the optimal lower-level assignment y8→ 9 by solving a problem of size =ℓ × =ℓ (under
Assumption 1). At each stage, the Hungarian algorithm takes $ ((=ℓ)2) arithmetic operations (if implemented with the
appropriate data structures [26]). The computational complexity of the Hungarian algorithm involving =ℓ stages is thus
$ ((=ℓ)3) [25]. Since there are (=D)2 invocations of the Hungarian algorithm, the total complexity for computing y8→ 9

is $ ((=D)2 (=ℓ)3). The final step of applying the Hungarian algorithm in line 5 has a complexity of $ ((=D)3), which is
dominated by what precedes in the nested loops. Thus, the overall time complexity is $ ((=D)2 (=ℓ)3).

Optimality: By construction, the algorithm computes the optimal lower-level assignments y8→ 9 for each pair (8, 9)
using the Hungarian algorithm, ensuring that the lower-level assignments are optimal for the given upper-level assignment.
Thus, the combined utility 2̂8 9 accurately reflects the total utility of assigning upper-level agent 8 to upper-level task
9 . The Hungarian algorithm is then applied to compute the optimal upper-level assignment x★. Since the Hungarian
algorithm guarantees an optimal assignment, x★ is optimal for the combined utility. Finally, the optimal lower-level
assignments y★ are extracted by selecting the previously computed lower-level assignments y8→ 9 corresponding to the
optimal upper-level assignments x★.

VI. Numerical Simulations

A. Wildfire Response Simulations
For numerical simulations, we consider a CLTA problem motivated by the January 2025 Southern California wildfires

in the Greater Los Angeles area. At the upper level, five airtankers (ULAs) are based at Los Angeles International
(LAX), John Wayne/Santa Ana (SNA), Hollywood–Burbank (BUR), Ontario (ONT), and Long Beach (LGB) airports.
These five ULAs must each be assigned to one of five simultaneous wildfires (Palisades, Eaton, Hurst, Sunset, and
Kenneth), resulting in a 5 × 5 upper-level utility matrix. We consider two simulation scenarios. In the balanced case,
every airtanker has eight drones, and each wildfire has eight subtasks, resulting in a total of 40 lower-level agents and
40 lower-level tasks. Formally, |A8

ℓ
| = 8 for all 8 and |T 9

ℓ
| = 8 for all 9 , so |Aℓ | = |Tℓ | = 40. In the unbalanced case,

the number of drones and subtasks associated with each pair varies. To preserve the one-to-one assignment structure,
we add dummy agents with zero utility until each aircraft has eight lower-level agents and each fire has exactly eight
lower-level tasks.

To capture the operational trade-offs inherent in wildfire emergency response, we develop a hierarchical utility
function framework comprising two levels. At each level, the utility functions are formulated as a function of problem-
specific factors. We note that the factors included in this framework are not exhaustive; additional components can be
readily integrated to accommodate further complexities found in real-world applications.

Weighted Suitability Design
We define a single weighted suitability function and use it at both levels. It measures how well a capability profile

aligns with a demand profile by computing per-attribute agreement ratios in [0, 1] (perfect agreement yields 1) and
taking a convex combination with normalized attribute weights.

Let K0 be the finite index set of all attribute types considered (e.g., capacity, endurance, sensor quality). Let
(0:):∈K0 denote nonnegative capability attributes (aircraft or drone), (1:):∈K0 the corresponding nonnegative demand
attributes (wildfire or task), and (F:):∈K0 nonnegative attribute weights. We compare only attributes present in all three
vectors; formally,

K := {: ∈ K0 | 0: is defined, 1: is defined, F: is defined} = supp(0) ∩ supp(1) ∩ supp(F), (9)

where for a vector E, supp(E) denotes the set of indices for which E is defined. Define normalized weights F̃: :=
F:

/ ∑
ℎ∈K Fℎ (if

∑
ℎ∈K Fℎ = 0, set the suitability to 0 by convention). For each : ∈ K, set

A: :=


1, max{0: , 1:} = 0,
min{0: , 1:}
max{0: , 1:}

, otherwise,
Suit(0, 1, F) :=

∑
:∈K

F̃: A: ∈ [0, 1] . (10)

For airtankers, Suit captures compatibility between tanker capabilities (e.g., retardant capacity, maneuverability) and
wildfire demands (e.g., drop volume, terrain constraints). For drones, the same construction captures how drone metrics
(e.g., payload, endurance, sensor quality) match task demands. The ratio form gives full credit when both sides are zero
for an attribute and smoothly penalizes mismatches otherwise.
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Airtanker–Wildfire Utility Design
At the upper level, the pairing of airtankers to wildfires also includes a response-efficiency component that favors

short arrival times. Let ?8 ∈ R2 be the location of base 8, @ 9 ∈ R2 the location of fire 9 , and E8 > 0 the maximum speed
of airtanker 8. Define

C8 9 :=
‖?8 − @ 9 ‖2

E8
, RespEff8 9 :=

1
1 + C8 9

∈ (0, 1] . (11)

In operational settings, C8 9 may incorporate factors more realistic than the Euclidean-speed metric, such as winds, routing,
and airspace restrictions.

Drone–Task Utility Design
We model two effects at the lower level: a hard feasibility check (specialization) and a graded fit via the same

suitability function (10). Each task ; specifies (i) a set of required categorical capabilities 'cat
;

(e.g., suppression,
lighting, mapping) and (ii) quantitative minimum requirements indexed by �min

;
with thresholds {\;,6}6∈�min

;
(e.g.,

payload, endurance, sensor resolution). Each drone : provides (i) a set of available categorical capabilities (cat
:

and (ii)
quantitative metrics {k:,6}. Drone : satisfies the specialization of task ; if all requirements are met:

'cat
; ⊆ (cat

: and k:,6 ≥ \;,6 ∀ 6 ∈ �min
; . (12)

The specialization indicator is:

SpecMatch:; :=

{
1, 'cat

;
⊆ (cat

:
and k:,6 ≥ \;,6 ∀6 ∈ �min

;
,

0, otherwise.
(13)

Thus, SpecMatch:; = 1 enforces a hard feasibility filter: a drone is eligible only if it has every required tag and meets
every minimum threshold.

Upper and Lower Utilities
With a constant _ ∈ [0, 1], the upper-level utility combines response efficiency and the unified suitability:

28 9 := _RespEff8 9 + (1 − _) Suit(q8 , l 9 , F), (14)

where q8 are aircraft capabilities, l 9 are wildfire demands, and F are attribute weights.
The lower-level utility of assigning drone : to task ; is given by:

3:; := SpecMatch:; × Suit(k: , \; , F;), (15)

where k: are drone metrics, \; are task demands, and F; are task-specific weights.

Assignment Results
Figure 5 depicts the balanced case. Each airtanker is shown as a ‘★’ symbol, and every wildfire as an ‘x’ symbol

enclosed by a dashed circle. The two elements in a pair of assignments share the same fill color. Around every star,
there are eight circular markers, each representing a drone, while each dashed circle is ringed by eight ‘+’ symbols that
represent the associated lower-level tasks. Within every aircraft-fire assignment, there are eight drone-task pairings.
The algorithm dispatches the Hollywood–Burbank (BUR) airtanker to the Eaton (EAT) fire, John Wayne/Santa Ana
(SNA) to Kenneth (KEN), Long Beach (LGB) to Palisades (PAL), Ontario (ONT) to Hurst (HUR), and Los Angeles
International (LAX) to Sunset (SUN). In the accompanying bipartite diagrams of Figure 7, each aircraft–wildfire sector
contains eight drones and eight subtasks, and the solution forms the required one‑to‑one matching without any dummy
vertices.

Figure 6 shows the unbalanced case. To balance the assignments, we introduce dummy agents/tasks, which are
depicted with a white fill color. Any assignment that involves at least one dummy agent/task will have a black border
color. The upper-level assignments remain the same, except that Ontario (ONT) is now assigned to Kenneth (KEN), and
John Wayne/Santa Ana (SNA) is assigned to Hurst (HUR). The accompanying bipartite diagrams, which visualize the
assignments, are provided in Figure 8.
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Figure 5 Hierarchical task assignment for Los Angeles fires with balanced structure

Figure 6 Hierarchical task assignment for Los Angeles fires with dummy variables
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Figure 7 Upper-level and lower-level assignments with balanced structure
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Figure 8 Upper-level and lower-level assignments with dummy variables
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B. Benchmarks
We benchmark our proposed solution against various off-the-shelf MILP solvers, specifically CPLEX [27], MOSEK

[28], PuLP (CBC backend) [29, 30], COIN-OR CLP [31], SCIP [32], HiGHS [33], and Gurobi [34]. All benchmarking
experiments were conducted on a desktop computer equipped with an Intel(R) Core(TM) i9-10900K CPU at 3.70 GHz.
We consider three different problem sizes: small, medium, and large. For each category, we uniformly sample the
number of upper-level agents (=D), the number of upper-level tasks (<D), the number of lower-level agents (=ℓ ), and the
number of lower-level tasks (<ℓ). The parameter ranges are defined as follows:

• Small: =D = <D ∈ [1, 5] and =ℓ = <ℓ ∈ [1, 25].
• Medium: =D = <D ∈ [5, 10] and =ℓ = <ℓ ∈ [25, 100].
• Large: =D = <D ∈ [11, 20] and =ℓ = <ℓ ∈ [121, 400].
Each problem instance is randomly generated by uniformly sampling values within the specified ranges. We evaluate

solver performance based on runtime, comparing both the relative and absolute performance of each solver. We use
performance profiles [35] to evaluate the efficiency of the solver across a set of # benchmark problems. For each
problem ? and solver B, let C?,B denote the solve time. The relative performance ratio is defined as:

D?,B =
C?,B

minB′ C?,B′
,

which compares solver B to the best solver for problem ?. The relative performance profile is the function:

5 AB (g) =
1
#

#∑
?=1

I(D?,B ≤ g),

where I is the indicator function. The performance profile function gives the fraction of problems solved by B within
a factor g of the solve time of the best solver. To account for absolute speed (solve time), we also define the absolute
performance profile:

5 0B (g) =
1
#

#∑
?=1

I(C?,B ≤ g),

which measures the fraction of problems solved by B within g seconds, independent of other solvers.
We present performance profiles for each problem size, small, medium, and large, as shown in Figures 9, 10, and

11, respectively. Figure 9a shows that, on the small test set, the proposed algorithm solves every instance at the lowest
observed runtime, reaching a relative-profile value of one at a performance ratio of g = 3. The next-best MILP solver,
Gurobi, achieves a relative-profile value of one at a performance ratio of g = 70, while the other solvers lag further
behind. Figure 9b confirms the result as it shows that the proposed method clears the entire batch in well under 10−3

seconds, while all the other solvers take at least an order of magnitude longer. Figure 10a shows that, on the medium
test set, the proposed algorithm solves every instance at the lowest observed runtime, attaining a relative‑profile value of
one at a performance ratio of g = 1. The next-best MILP solvers, Gurobi and CPLEX, don’t achieve full coverage until
g ≈ 20. Figure 10b corroborates this result as the proposed method clears the entire medium batch in less than 10−2

seconds, whereas Gurobi and CPLEX require at least 10−1 seconds. Figure 11a presents the large benchmark results.
Once again, the proposed algorithm has a relative profile value of one at g = 1, indicating that it achieves the best
performance on every large problem instance. The next best solver, Gurobi, reaches full coverage only after g ≈ 100.
The absolute profile in 11b shows that the proposed algorithm solves all of the large problems in around 10−1 seconds,
while other solvers take from 2 seconds to more than a minute.

Figure 12 plots solve time against problem size, where size is defined as the total number of decision variables plus
the total number of constraints. For very small problem instances, those with fewer than 102 combined variables and
constraints, the proposed method and Gurobi exhibit very similar runtimes, both solving the problem in less than a
millisecond. Once the problem size exceeds 102, the proposed algorithm’s curve sits uniformly below Gurobi’s, and the
performance gap widens steadily with increasing scale.

CPLEX_PY MOSEK PULP_CBC_CMD COIN_CMD
SCIP_PY HiGHS Proposed Gurobi

Solver legend
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(a) Relative performance profile (b) Absolute performance profile

Figure 9 Performance profiles for the small problem set

(a) Relative performance profile (b) Absolute performance profile

Figure 10 Performance profiles for the medium problem set

(a) Relative performance profile (b) Absolute performance profile

Figure 11 Performance profiles for the large problem set
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Figure 12 Solve time of each solver for different problem sizes

VII. Conclusion
In this work, we introduced the Coupled Linear Task Assignment (CLTA) problem to model hierarchical aircraft-

drone coordination for disaster response. The formulation explicitly links two assignment layers through feasibility
couplings, capturing the conditions under which lower-level (drone-task) decisions are permissible given upper-level
(aircraft-wildfire) choices. We demonstrated that standard LP relaxations need not be integral, which clarifies why
classical linear-assignment guarantees do not apply. The proposed algorithm, Nested Hungarian, exploits the CLTA’s
structure to obtain the optimal solution in polynomial time. We show that this procedure attains exact optimality with
significantly lower computational cost than generic MILP solvers.

Empirically, synthetic simulations motivated by the January 2025 Southern California wildfire response in the
Greater Los Angeles area illustrated how mission utilities can combine response efficiency and capability with demand
suitability at both levels. Benchmarks across small, medium, and large instances showed that the specialized Nested
Hungarian method consistently delivered the fastest runtimes (especially at larger scales) while matching MILP objective
values in its domain of applicability.

A key next step is to decentralize CLTA by pushing computation to aircraft and drone teams and coordinating via
lightweight consensus or auction protocols, so assignment updates remain feasible and near-optimal under intermittent,
delayed, or lossy links to any central coordinator. We will analyze robustness guarantees, including feasibility preservation
and bounded suboptimality, under packet loss, stale information, and asynchronous communication.
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